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Abstract—With the amazing success of PokemonGo, pervasive
games have definitely caught the attention of the entire world.
Their game experience is characterized by the fusion of real
and virtual elements. In order to be able to extend the virtual
world into the real one, such games have to access the mobile
devices sensors like GPS and camera. For this reason, they are
implemented as native or hybrid mobile applications. Contrary to
this trend, in this paper we present Shoot Them All, a pervasive
game implemented as a web application. In Shoot Them All,
players have to hit the opponents, trying, at the same time, not
to get hit. The battlefield is the real world, while the guns are
virtual, as an extension of players’ mobile devices. We were able
to successfully developed such a game thanks to the availability of
Javascript APIs that allow to access and manage device sensors.
The success of this case study highlight how these technologies
are mature enough, opening the door to web pervasive games.

Index Terms—web pervasive game, web location-based game,
web laser game

I. INTRODUCTION

PokemonGo has become one of the most successful game
ever [1], after being released in July 2016, making the per-
vasive games mainstream. One week after its publication, it
counted 28.5 million daily unique players only in the United
States. Thus, it has reached over 750 million downloads
worldwide within its first year. The PokemonGo phenomenon
has also attracted not only the interest of players, but also
the one of the scientific community [2]. Many studies eval-
uated the consequences derived from its use [3]. Just to cite
few examples, Zach and Tussyadiah evaluated its impact on
the sense of community, mobility, and well-being [4], while
Leblanc and Chaput suggested it as a successful strategy to
increase physical activity levels of the populations [5].

Despite the recent exploit, pervasive games have been sub-
ject of studies for a long time, receiving continuously increas-
ing attention, until becoming a popular field of investigation
[6]–[8]. Different types of games have been grouped under
this concept, as can be seen from a first overview presented by
Magerkurth et al. [9]. They identified the following sub-genres
of pervasive games: smart toys, affective gaming, augmented

tabletop games, location-aware games, and augmented reality
games [10]. This has caused a sort of ambiguity, which has
resulted in the lack of a standard and shared definition of the
term pervasive game [11]. However, generally, they can be
defined as games that combine together elements of the real,
social and virtual world. Valente et al. defined four boundary
criteria to identify pervasive mobile games [12]. They have to:
i) be context-aware, ii) use mobile devices, iii) access remote
data, and iv) be multi-player. According to their vision, only
the first two criteria are mandatory.

Both in the scientific literature and in the commercial
world, we can find several examples of pervasive games.
Among these, in addition to Pokemon Go, we can mention
Pirates! [13], Pervasive Clue [14], Botfighters [15], Can you
see me now? [16], Geocaching [17], Urbanopoly [18], Geo-
Zombie [19], Ingress1, up to the very recent Harry Potter:
Wizards Unite2. The older ones, like Pirates! and Pervasive
Clue, were implemented for ad-hoc devices, since they were
developed in the pre-smartphone era. The newer ones, instead,
are developed as native or hybrid applications. The reason is
quite obvious and lies in the need to access the smartphones
sensors [20], [21]. In fact, in order to mix the real world
with the virtual one, application must be able to access to
the position sensor, in the case of location-based games, or to
the camera, for games employing augmented reality.

Nevertheless, in the last few years, W3C has released several
specifications, with the aim of defining standard interfaces
for obtaining information from smartphones sensors. Actually,
there are specifications for the following sensors: accelerom-
eter3, ambient light4, gyroscope5, magnometer6, orientation7,

1https://www.ingress.com/
2https://www.harrypotterwizardsunite.com
3https://www.w3.org/TR/accelerometer/
4https://www.w3.org/TR/ambient-light/
5https://www.w3.org/TR/gyroscope/
6https://www.w3.org/TR/magnetometer/
7https://www.w3.org/TR/orientation-sensor/



and proximity8. Even if they are released as Working Drafts,
they are increasingly being supported by many browsers. Obvi-
ously, from great power comes great responsibility. The access
to smartphones sensors poses problems regarding security and
privacy, as highlighted in [22], [23].

Such policy, undertaken by the W3C, follows the current
trends of web access, which have seen, since 2016, the mobile
and tablet Internet usage exceeds desktop computers9. This
represents an interesting opportunity in the development of
pervasive games. In fact, they can start to be developed as
web applications rather than as native or hybrid mobile ones.

In this paper, we present Shoot Them All, a pervasive game,
designed and developed as a web application, consisting in a
mobile laser game. The idea is to create a virtual laser game
immersed in the physical environment. The aim of the game
is to hit as many opponents as possible, while avoiding, at the
same time, being hit. The circular battlefield will be specified
using latitude and longitude, representing the center, together
with the radius, that determines its amplitude. Players will
be allowed to move only within such area, looking for other
players to shoot at. Players’ smartphones will have a dual
task. First of all, they will allow users to complete all the
management activities like create new matches, join already
existing ones, manage their personal profiles, and see the
leaderboard of the game. The second and more important
function will be act as a gun during the matches.

With regard to the four boundary criteria, cited above, that
define pervasive mobile games, Shoot Them All respects all
four of them. In fact, the physical position of the players
will determine if players will be hit by bullets or not (first
criterion), players will have to employ a mobile device (i.e.,
smartphone or tablet) to be able to play the game (second
criterion), all the data relative to the game will be stored in a
remote database, only accessible trough predefined API (third
criterion), and the game will require at least two players (fourth
criterion).

The challenge, here, is twofold. On the one side, we want
to implement a game, that usually requires additional devices
(such as laser tag), only with a smartphone. On the other side,
instead, we want to develop a pervasive game, in particular
location-based, as a web application, hence employing only
standard web technologies. Although these ones present some
limitations in the access to the device hardware, a web
application presents different advantages. For example, it does
not require any installation, ensuring, at the same time, the
maximum compatibility with different devices.

The remainder of this paper is organized as follows. Section
II describes the system architecture and the communication
between clients, the server and the database. Section III is
devoted to illustrate the implementation of the whole system,
with a particular focus on the client, the server and the
collision detection system. Section IV details the implemented
prototype, showing different screenshots of the implemented

8https://www.w3.org/TR/proximity/
9http://gs.statcounter.com/press/mobile-and-tablet-internet-usage-exceeds-

desktop-for-first-time-worldwide

web application. Then, Section V presents some limitations of
the current prototype and some possible extensions. Finally,
Section VI concludes the paper.

II. SYSTEM ARCHITECTURE DESIGN

This Section describes the outline architecture of the system,
also reported in Figure 1. As shown, it is composed by three
main entities: clients, a server and a database.

A client is any device equipped with sensors for positioning
(i.e., GPS, accelerometer, gyroscope, and magnetometer). This
is the minimum requirement for clients to play the games,
since they are needed to compute collisions between the bullets
of a player and his opponents. The server has two main tasks.
The former one is to continuously update the database with
the information about the matches and the players. The latter
one, instead, is to provide all the connected clients with such
updated information.

There are two different types of interaction between these
two entities: (i) client-server, and server-client. With the first
type of interaction, managed through a standard REST API, a
client is able to: register into the system, login into the system,
create a new match, join an existing match, and visualize the
personal profile of a given user.

The second type of interaction, instead, is used to provide
players with some real-time information. In particular, the
following data have to continuously be sent to all the con-
nected clients: the position of each player during a game, the
active matches available in the system, the score of each player
register to the platform, and the score of each player during a
game.

Finally, the database simply contains the state of all the
matches, the global score of each player and the score of the
players during a match.

Fig. 1. System Architecture: Overview

III. IMPLEMENTATION

In this Section, we describe the implementation of the pro-
posed system. We employed the MEAN stack [24] (Mongodb,
Express, Angular, and Node.js), since it offers a modern and
effective solution to realize web applications. The implemen-
tation of the server, of the client, and of the collision detection
are discussed in isolation in the following Subsections.



A. Server

The server takes advantage of Node.js as a web server. In
particular, the framework Express is used since it wraps many
low-level Node functionalities, in a simplified and convenient
way.

With regard to the client-server communication, described
in the previous section, we implemented REST APIs that will
be used by the client through Ajax calls. In particular, the
implemented APIs expose five main routes:

• /registration: it allows users to register for the
game, providing all the necessary data.

• /login: it lets the clients to authenticate themselves,
providing username and password.

• /profile: it allows to get all the public information
relative to a specific player.

• /matches: it allows to get the list of all the current
matches or to create new ones. Moreover, for each
existing match, different sub-routes are available. They
allow to get/update, the state of the match, to get the list
of participants, to add/remove players, and to get/modify
a player’s position and score.

• /users: it allows to get the list of the registered users
and, for each of them, to get/update the relative score.

The server-client communication is instead implemented
by exploiting web sockets, that ensure full-duplex real-time
communications. In particular, we employed the Socket.IO
library10. To facilitate the communication between socket.io
process and non-socket.io ones, we took advantage of Redis11,
an in-memory data structure store, that can be used as a
database, cache and message broker. The exchanged messages
can be grouped in different topics:

• users-pos: this channel contains all the information
about the position of each player during a match.

• matches: in this channel there are all the information
about all the matches that are going on.

• users-leaderboard: in this channel all the informa-
tion about the global scores of all the players registered
are exchanged in order to update the global leaderboard
real-time.

• users-score: the scores of all the players in a given
match are sent in this channel to update the leaderboard
of the match real-time.

• time-out: in this channel are sent all the messages that
communicate a change in the match status (in preparation,
started, ended).

Finally, to host the MongoDB database, we decided to
take advantage of the Mlab service12, a Database-as-a-Service
platform. All the data are saved in this space, with the server
that makes sure to update them every time they change, then
notifying the affected clients.

Three main schemas were identified to map all the domain
of the game. In particular, they are:

10https://socket.io/
11https://redis.io/
12https://mlab.com/

• Users: schema in which all the documents containing
the information relative to the registered users are saved.

• Users in Match: in this schema there are all the
documents concerning the participation of users in a
match, such as the score, the position, and the belonging
team.

• Rooms: here there are the historical data about all the
matches created, like the position of the match, the
maximum number of participants, and the match typology
(i.e., public or private).

B. Client

The client side of the web application has been implemented
using Angular [25], version 6. Following Angular guidelines,
we used Angular Components to manage the presentation
logic, while we added all the application logic and the in-
teraction with the server in Angular Services.

The structure of the implemented Angular Components can
be easily represented through a hierarchy of components,
as shown in Figure 2. Each box in the picture represents
a component. Some of them (i.e., Home and Match) have
also child components. The arrows, instead, represent the
navigation flow.

The main page, as expected, is managed by the Home
component. Such a component presents a brief description of
application (Description) and allows to visualize the global
leaderboard (Leaderboard) and the available matches, pre-
sented both as a simple list (Matches List) and as a map
(Matches Map). For the authentication, we implemented the
Login and Registration components, that show, respectively,
the login and the registration form. The User Profile com-
ponent, instead, shows the user profile. A user can create
a new match through the form of the Match Configuration
component. Once a new match has been created or selected
from the list, it is possible to visualize a summary of the match
information (Match Info) and to join, if possible, that match.
Finally, in the Match component, the actual game takes place
(Game Map). During the match, it is possible to see also the
scores of all the players that have joined the match (Match
Leaderboard).

During the development of the components, we also took
advantage of the following libraries in order to implement a
User Interface modern and mobile-first: Angular Material13,
SCSS14, ChartJs15, iDangero.us Swiper16, and Angular Google
Maps17.

C. Collision Detection

The collision detection system is based on two main data:
the position and the orientation of each player in the match.
These data simply come from the device sensors, in particular

13https://material.angular.io/
14https://sass-lang.com/
15https://www.chartjs.org/
16https://idangero.us/swiper/
17https://angular-maps.com/



Fig. 2. Angular Components

GPS for the position, and accelerometer, gyroscope, and
magnetometer for the orientation.

To obtain the position of a player, we used the HTML
5 Geolocation API. Such an API provide an object Naviga-
tor.geolocator with a method getCurrentPosition that returns
an object containing both the current latitude and longitude of
the device, together with the accuracy of position.

Instead, to get the orientation of the device with respect
to the three Earth axis (x, y, and z), we simply registered a
listener to the event deviceorientationabsolute. Every time that
there are changes in the orientation, an object is returned. Such
an object contains four fields: (i) absolute, that determines if
the position is absolute or not; (ii) alpha, that is the rotation
angle with respect to the Earth z-axis (where 0 is the East,
90 is the North, 180 is the West, and 270 is the South), (iii)
beta, that indicates the inclination with respect to the Earth
y-axis; (iv) gamma, angle of rotation with respect to the Earth
x-axis. To determine the device orientation, we used only the
alpha and beta information. However, the current prototype
uses the beta information only to compute the orientation of
the device, but it does not consider such information in the
collision detection system (i.e., if a player A shoots to a player
B that is right in front of him, but on a different floor, he/she
will be hit). This means that, by now, the z-axis is not taken
into account.

For performance reasons, we decided not to use the server
to compute the collisions during the matches. It only takes care
of the creation and management of the matches. Instead, all the
game logic, including the collision calculation, is distributed
to the clients (i.e., the players in the match). This way,
the workload of the server is limited, improving the overall
scalability of the system [26]–[28].

IV. OUR PROTOTYPE

In this Section, we illustrate the main features of the current
prototype. The relative code is currently maintained in a public
Github repository18.

Once logged in, a user has access to the homepage of
the web application. It is composed by four different views,
reported in Figure 3. Firstly, there is the global leaderboard
of the system (case a), in which players are ranked, based on
their scores. As shown, each player has also a Ranking title
(e.g., Corporal and Master Sergeant), that is always computed
based on the player score. In the second view, instead, a brief
description of the game is reported (case b). Finally, the last
two views provide the list of the matches, already created and
that are still open, in two different ways. In the first one, the
match are geo-localized on a map (case c), while in the other
one the matches are represented as a list (case d). In both
cases, a click on a match, will allow to visualize the detail of
the match and, in case, to join it.

Besides joining an existing match, it is also possible to
create a new one. In Figure 4, case a, we depict part of the
creation process. During it, a player has to specify the match
name, if the match will be public (everyone will be able to
join it) or private (a password will be required in order to join
it), some players settings like the team names, how long the
match will last, and the match area. The match area will always
consist in a circle, therefore requiring the coordinates (latitude
and longitude) of the center and the relative radius (expressed
in meters). Figure 4 also reports how the information of a
match, once a player has joined it, are shown. Case b shows
the waiting room before a match starts. In fact, each match,
after the creation, will start in sixty seconds, giving to other
players the time to join it. Once the match starts, players can
choose the teams, if they were specified in the creation process
(case c). In the leaderboard section, it is possible to visualize
the team scores (case d), together with the player’s score of
each team.

Finally, in Figure 5, we report the main screenshots of the
application during the game. It consists in: a radar, that shows
other players nearby, the current player’s score, the gun, that
allows to shoot, and the remaining bullets.

V. LIMITATIONS AND FUTURE WORKS

Even if the current prototype allows to play an entire game
against other players, it still presents two major limitations.
The first one regards the collision detection system, as already
highlighted in Subsection Collision Detection. In fact, the
altitude of the players is not considered when computing
collisions. The second one, instead, consists in the positioning
system. Actually, the prototype exploits GPS to trace the
player’s position but it only works well in outdoor environ-
ments. The implementation of an indoor-positioning system
would allow to play both in indoor and outdoor environments.
However, a reliable indoor-positioning system is still an open
problem. In fact, the several approaches presented in literature

18https://github.com/lucapasseri/Shoot-Them-All



Fig. 3. Homepage screenshots: Leaderboard (a), Description (b), Matches Map (c) and Matches List (d)

Fig. 4. Match Creation and Info

(e.g., Wi-Fi and Bluetooth based positioning, and magnetic
field fingerprinting) still have an error of several meters [29].

Besides the limitations described above, we would like to
implement and investigate the following additional features
and improvements:

• Make the gaming experience more engaging. This could
be achieved taking advantage of the human-centered
design. An evaluation session with different users should
be conducted. Then, the collected feedback should be
used to improve the overall user experience of the system.

• Introduce more weapons. Currently, there is only one
weapon, with a predefined range. Different weapons (e.g.,

pistols, assault rifle, tactical rifle, sniper rifle, ...) could be
introduced, each of them with different range, available
bullets, and recharge time.

• Providing communication mechanisms among players.
As an example, a chat in the waiting room would allow
a better organization of players in teams. Thus, during
the match, a team chat would let players coordinate
themselves. However, it would also require an adequate
reporting system, that allows players to report the so-
called toxic players [30].



Fig. 5. Shooting System during matches

VI. CONCLUSION

Pervasive games have now become mainstream. Due to their
functional requisites, they are often implemented as native
or hybrid applications. In this paper, instead, we propose
Shoot Them All, a pervasive game implemented as a web
application. It consists in a virtual laser game, immersed in the
physical environment, where people have to hit the opponent
players without being hit. The successful development has
been possible thanks to the growing presence of Javascript
APIs that allow to manage devices sensors. Such a support
opens the door to a new generation of pervasive games that
can be now implemented as web applications.
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